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About the Tutorial

Clojure is a high level, dynamic functional programming language. It is designed, based on the LISP programming language, and has compilers that make it possible to be run on both Java and .Net runtime environment.

This tutorial is fairly comprehensive and covers various functions involved in Clojure. All the functions are explained using examples for easy understanding.
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This tutorial is designed for all those software professionals who are keen on learning the basics of Clojure and how to put it into practice.
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Clojure is a high level, dynamic functional programming language. Clojure is designed based on the LISP programming language and has compilers which makes it run on both Java and .Net runtime environment.

Before we talk about Clojure, let’s just have a quick description of LISP programming language. LISPs have a tiny language core, almost no syntax, and a powerful macro facility. With these features, you can bend LISP to meet your design, instead of the other way around. LISP has been there for a long time dating back to 1958.

Common LISP reads in an expression, evaluates it, and then prints out the result. For example, if you want to compute the value of a simple mathematical expression of 4+6 then you type in

```
USER(1) (+ 4 6)
```

Clojure has the following high-level key objectives as a programming language.

- It is based on the LISP programming language which makes its code statements smaller than traditional programming languages.
- It is a functional programming language.
- It focuses on immutability which is basically the concept that you should not make any changes to objects which are created in place.
- It can manage the state of an application for the programmer.
- It supports concurrency.
- It embraces existing programming languages. For example, Clojure can make use of the entire Java ecosystem for management of the running of the code via the JVM.

The official website for Clojure is [http://clojure.org/](http://clojure.org/)
Clojure is a dynamic programming language that targets the Java Virtual Machine (JVM, and the CLI, and JavaScript). It is designed to be a general-purpose language, combining the approachability and interactive development of a scripting language with an efficient and robust infrastructure for multithreaded programming. Clojure is a compiled language - it compiles directly to JVM bytecode, yet remains completely dynamic. Every feature supported by Clojure is supported at runtime. Clojure provides easy access to the Java frameworks, with optional type hints and type inference, to ensure that calls to Java can avoid reflection.
There are a variety of ways to work with Clojure as a programming language. We will look at two ways to work with Clojure programming.

- **Leiningen** - Leiningen is an essential tool to create, build, and automate Clojure projects.

- **Eclipse Plugin** – There is a plugin called CounterClockwise, which is available for Eclipse for carrying out Clojure development in the Eclipse IDE.

### Leiningen Installation

Ensure the following System requirements are met before proceeding with the installation.

#### System Requirements

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>JDK</td>
<td>JDK 1.7 or above</td>
</tr>
<tr>
<td>Memory</td>
<td>2 GB RAM (recommended)</td>
</tr>
</tbody>
</table>

**Step 1:** Download the binary installation. Go to the link [http://leiningen-win-installer.djpowell.net/](http://leiningen-win-installer.djpowell.net/) to get the Windows Installer. Click on the option to start the download of the Groovy installer.
Step 2: Launch the Installer and click the Next button.
Step 3: Specify the location for the installation and click the Next button.
**Step 4:** The setup will detect the location of an existing Java installation. Click the Next button to proceed.
Step 5: Click the Install button to begin the installation.
After the installation is complete, it will give you the option to open a Clojure REPL, which is an environment that can be used to create and test your Clojure programs.
Eclipse Installation

Ensure the following System requirements are met before proceeding with the installation.

System Requirements

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>JDK</strong></td>
<td>JDK 1.7 or above</td>
</tr>
<tr>
<td><strong>Eclipse</strong></td>
<td>Eclipse 4.5 (Mars)</td>
</tr>
</tbody>
</table>

**Step 1:** Open Eclipse and click the Menu item. Click Help -> Eclipse Marketplace.
**Step 2:** Type in the keyword Clojure in the dialog box which appears and hit the ‘Go’ button. The option for counterclockwise will appear, click the Install button to begin the installation of this plugin.
Step 3: In the next dialog box, click the Confirm button to begin the installation.
Step 4: In the next dialog box, you will be requested to accept the license agreement. Accept the license agreement and click the Finish button to continue with the installation.
The installation will begin, and once completed, it will prompt you to restart Eclipse.

Once Eclipse is restarted, you will see the option in Eclipse to create a new Clojure project.
In order to understand the basic syntax of Clojure, let’s first look at a simple Hello World program.

**Hello World as a Complete Program**

Write ‘Hello world’ in a complete Clojure program. Following is an example.

```clojure
(ns clojure.examples.hello
  (:gen-class))
(defn hello-world []
  (println "Hello World"))
(hello-world)
```

The following things need to be noted about the above program.

- The program will be written in a file called main.clj. The extension ‘.clj’ is the extension name for a clojure code file. In the above example, the name of the file is called main.clj.
- The ‘defn’ keyword is used to define a function. We will see functions in details in another chapter. But for now, know that we are creating a function called hello-world, which will have our main Clojure code.
- In our Clojure code, we are using the ‘println’ statement to print “Hello World” to the console output.
- We then call the hello-world function which in turn runs the ‘println’ statement.

The above program produces the following output.

```
Hello World
```

**General Form of a Statement**

The general form of any statement needs to be evaluated in braces as shown in the following example.
In the above example, the entire expression is enclosed in braces. The output of the above statement is 3. The + operator acts like a function in Clojure, which is used for the addition of numerals. The values of 1 and 2 are known as **parameters to the function**.

Let us consider another example. In this example, `str` is the operator which is used to concatenate two strings. The strings “Hello” and “World” are used as parameters.

If we combine the above two statements and write a program, it will look like the following.

```clojure
(ns clojure.examples.hello
  (:gen-class))
(defn Example []
  (println (str "Hello World"))
  (println (+ 1 2)))
(Example)
```

The above code produces the following output.

```
Hello World
3
```

### Namespaces

A namespace is used to define a logical boundary between modules defined in Clojure.

#### Current Namespace

This defines the current namespace in which the current Clojure code resides in.

#### Syntax

*ns*
Example

In the REPL command window run the following command.

```
*ns*
```

Output

When we run the above command, the output will defer depending on what is the current namespace. Following is an example of an output. The namespace of the Clojure code is:

```
clojure.examples.hello

(ns clojure.examples.hello
     (:gen-class))
(defn Example []
  (println (str "Hello World"))
  (println (+ 1 2)))
(Example)
```

Require Statement in Clojure

Clojure code is packaged in libraries. Each Clojure library belongs to a namespace, which is analogous to a Java package. You can load a Clojure library with the ‘Require’ statement.

Syntax

```
(require quoted-namespace-symbol)
```

Following is an example of the usage of this statement.

```
(ns clojure.examples.hello
     (:gen-class))
(require 'clojure.java.io')
(defn Example []
  (.exists (file "Example.txt"))
```
In the above code, we are using the ‘require’ keyword to import the namespace clojure.java.io which has all the functions required for input/output functionality. Since we not have the required library, we can use the ‘file’ function in the above code.

Comments in Clojure

Comments are used to document your code. Single line comments are identified by using the ;; at any position in the line. Following is an example.

```
(ns clojure.examples.hello
  (:gen-class))
  ;; This program displays Hello World
(defn Example []
  (println "Hello World")
(Example)
```

Delimiters

In Clojure, statements can be split or delimited by using either the curved or square bracket braces.

Following are two examples.

```
(ns clojure.examples.hello
  (:gen-class))
  ;; This program displays Hello World
(defn Example []
  (println (+ 1 2
            3))
  )
(Example)
```

The above code produces the following output.
Following is another example.

```clojure
clojure.examples.hello (:gen-class)
;; This program displays Hello World
(defn Example []
  (println [+ 1 2 3])
)
(Example)
```

The above code produces the following output.

```
[#object[clojure.core$_PLUS_ 0x10f163b "clojure.core$_PLUS_@10f163b"] 1 2 3]
```

## Whitespaces

Whitespaces can be used in Clojure to split different components of a statement for better clarity. This can be done with the assistance of the comma (,) operator.

For example, the following two statements are equivalent and the output of both the statements will be 15.

```
(+ 1 2 3 4 5)
(+ 1, 2, 3, 4, 5)
```

Although Clojure ignores commas, it sometimes uses them to make things easier for the programmer to read.

For instance, if you have a hash map like the following (def a-map {:a 1 :b 2 :c 3}) and ask for its value in the REPL window, Clojure will print the output as {:a 1, :b 2, :c 3}.

The results are easier to read, especially if you’re looking at a large amount of data.

## Symbols

In Clojure, symbols are equivalent to identifiers in other programming languages. But unlike other programming languages, the compiler sees symbols as actual string values. As a symbol is a value, a symbol can be stored in a collection, passed as an argument to a function, etc., just like any other object.
A symbol can only contain alphanumeric characters and '* + ! / . : - _ ?' but must not begin with a numeral or colon.

Following are valid examples of symbols.

<table>
<thead>
<tr>
<th>Symbol</th>
</tr>
</thead>
<tbody>
<tr>
<td>tutorial-point!</td>
</tr>
<tr>
<td>TUTORIAL</td>
</tr>
<tr>
<td>+tutorial+</td>
</tr>
</tbody>
</table>

**Clojure Project Structure**

Finally let’s talk about a typical project structure for a Clojure project. Since Clojure code runs on Java virtual machine, most of the project structure within Clojure is similar to what you would find in a java project. Following is the snapshot of a sample project structure in Eclipse for a Clojure project.
Following key things need to be noted about the above program structure.

- **demo_1** – This is the package in which the Clojure code file is placed.

- **core.clj** – This is the main Clojure code file, which will contain the code for the Clojure application.

- The Leiningen folder contains files like clojure-1.6.0.jar which is required to run any Clojure-based application.

- The pom.properties file will contain information such as the groupId, artifactId and version of the Clojure project.

- The project.clj file contains information about the Clojure application itself. Following is a sample of the project file contents.

```clojure
(defproject demo-1 "0.1.0-SNAPSHOT"
  :description "FIXME: write description"
  :url "http://example.com/FIXME"
  :license {:name "Eclipse Public License"
  :dependencies [[org.clojure/clojure "1.6.0"]])
```
REPL (read-eval-print loop) is a tool for experimenting with Clojure code. It allows you to interact with a running program and quickly try out if things work out as they should. It does this by presenting you with a prompt where you can enter the code. It then reads your input, evaluates it, prints the result, and loops, presenting you with a prompt again.

This process enables a quick feedback cycle that isn’t possible in most other languages.

**Starting a REPL Session**

A REPL session can be started in Leiningen by typing the following command in the command line.

```
lein repl
```

This will start the following REPL window.

You then start evaluating Clojure commands in the REPL window as required.
To start a REPL session in Eclipse, click the Menu option, go to Run As -> Clojure Application.
This will start a new REPL session in a separate window along with the console output.

Conceptually, REPL is similar to Secure Shell (SSH). In the same way that you can use SSH to interact with a remote server, Clojure REPL allows you to interact with a running Clojure process. This feature can be very powerful because you can even attach a REPL to a live production app and modify your program as it runs.
Special Variables in REPL

REPL includes some useful variables, the one widely used is the special variable *1, *2, and *3. These are used to evaluate the results of the three most recent expressions.

Following example shows how these variables can be used.

```plaintext
user => "Hello"
Hello
user => "World"
World
user => (str *2 *1)
HelloWorld
```

In the above example, first two strings are being sent to the REPL output window as “Hello” and “World” respectively. Then the *2 and *1 variables are used to recall the last 2 evaluated expressions.
Clojure offers a wide variety of **built-in data types**.

**Built-in Data Types**

Following is a list of data types which are defined in Clojure.

- **Integers** – Following are the representation of Integers available in Clojure.
  - Decimal Integers (Short, Long and Int) – These are used to represent whole numbers. For example, 1234.
  - Octal Numbers – These are used to represent numbers in octal representation. For example, 012.
  - Hexadecimal Numbers – These are used to represent numbers in hexadecimal representation. For example, 0xff.
  - Radix Numbers – These are used to represent numbers in radix representation. For example, 2r1111 where the radix is an integer between 2 and 36, inclusive.

- **Floating point.**
  - The default is used to represent 32-bit floating point numbers. For example, 12.34.
  - The other representation is the scientific notation. For example, 1.35e-12.

- **char** – This defines a single character literal. Characters are defined with the backslash symbol. For example, /e.

- **Boolean** – This represents a Boolean value, which can either be true or false.

- **String** – These are text literals which are represented in the form of chain of characters. For example, “Hello World”.

- **Nil** – This is used to represent a NULL value in Clojure.

- **Atom** - Atoms provide a way to manage shared, synchronous, independent state. They are a reference type like refs and vars.
Bound Values
Since all of the datatypes in Clojure are inherited from Java, the bounded values are the same as in Java programming language. The following table shows the maximum allowed values for the numerical and decimal literals.

<table>
<thead>
<tr>
<th>Class</th>
<th>Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>short</td>
<td>-32,768 to 32,767</td>
</tr>
<tr>
<td>int</td>
<td>-2,147,483,648 to 2,147,483,647</td>
</tr>
<tr>
<td>long</td>
<td>-9,223,372,036,854,775,808 to +9,223,372,036,854,775,807</td>
</tr>
<tr>
<td>float</td>
<td>1.40129846432481707e-45 to 3.40282346638528860e+38</td>
</tr>
<tr>
<td>double</td>
<td>4.94065645841246544e-324d to 1.79769313486231570e+308d</td>
</tr>
</tbody>
</table>

Class Numeric Types
In addition to the primitive types, the following object types (sometimes referred to as wrapper types) are allowed.

<table>
<thead>
<tr>
<th>Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>java.lang.Byte</td>
</tr>
<tr>
<td>java.lang.Short</td>
</tr>
<tr>
<td>java.lang.Integer</td>
</tr>
<tr>
<td>java.lang.Long</td>
</tr>
<tr>
<td>java.lang.Float</td>
</tr>
<tr>
<td>java.lang.Double</td>
</tr>
</tbody>
</table>

The following program shows a consolidated clojure code to demonstrate the data types in Clojure.

```clojure
(ns clojure.examples.hello
  (:gen-class))
;; This program displays Hello World
(defn Example []
  ;; The below code declares a integer variable
  (def x 1)
  ;; The below code declares a float variable
  (def y 1.25)
```

;; The below code declares a string variable
(def str1 "Hello")
(println x)
(println y)
(println str1)
)
(Example)

The above program produces the following output.

1
1.25
Hello
In Clojure, **variables** are defined by the `def` keyword. It’s a bit different wherein the concept of variables has more to do with binding. In Clojure, a value is bound to a variable. One key thing to note in Clojure is that variables are immutable, which means that in order for the value of the variable to change, it needs to be destroyed and recreated again.

Following are the basic types of variables in Clojure.

- **short** - This is used to represent a short number. For example, 10.
- **int** – This is used to represent whole numbers. For example, 1234.
- **long** – This is used to represent a long number. For example, 10000090.
- **float** – This is used to represent 32-bit floating point numbers. For example, 12.34.
- **char** – This defines a single character literal. For example, ‘/a’.
- **Boolean** – This represents a Boolean value, which can either be true or false.
- **String** – These are text literals which are represented in the form of chain of characters. For example, “Hello World”.

### Variable Declarations

Following is the general syntax of defining a variable.

```
(def var-name var-value)
```

Where ‘var-name’ is the name of the variable and ‘var-value’ is the value bound to the variable.

Following is an example of variable declaration.

```
(ns clojure.examples.hello
    (:gen-class))
    ;; This program displays Hello World
(defn Example []
    ;; The below code declares a integer variable
    (def x 1)
    ;; The below code declares a float variable
    (def y 1.25)
```
;; The below code declares a string variable
(def str1 "Hello")

;; The below code declares a boolean variable
(def status true)
)

(Example)

**Naming Variables**

The name of a variable can be composed of letters, digits, and the underscore character. It must begin with either a letter or an underscore. Upper and lowercase letters are distinct because Clojure, just like Java is a case-sensitive programming language.

Following are some examples of variable naming in Clojure.

```clojure
(ns clojure.examples.hello
   (:gen-class))
   ;; This program displays Hello World
(defn Example []
  ;; The below code declares a Boolean variable with the name of status
  (def status true)
  ;; The below code declares a Boolean variable with the name of STATUS
  (def STATUS false)
  ;; The below code declares a variable with an underscore character.
  (def _num1 2)
)

(Example)

**Note:** In the above statements, because of the case sensitivity, status and STATUS are two different variable defines in Clojure.

The above example shows how to define a variable with an underscore character.
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